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ABSTRACT  
Web prefetching provides an effective mechanism to mitigate 

the user perceived latency when accessing the web pages. The 

content of web pages provide useful information for generating 

the predictions, which are used to prefetch the web objects for 

satisfying the user‟s future requests. In this paper, we propose 

fuzzy logic based web prefetching scheme that generates 

effective predictions for prefetching the web objects. 

Predictions are generated based on the anchor text information 

associated with hyperlinks in a web page. Based on the user‟s 

browsing pattern in each session, prediction engine dynamically 

computes the value and generates the list of predictions. The 

prefetched web objects are effectively utilized when user 

browses the web pages for information related to specific topic 

of interest. In long duration browsing sessions, useful 

predictions are generated to efficiently minimize the user 

perceived latency. The proposed scheme is compared with 

existing prefetching algorithms and the results indicate that the 

new scheme achieves improved cache-hit rate and precision 

accuracy.  
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1. INTRODUCTION 

The exponential growth in usage of World Wide Web (WWW) 

and Internet for data dissemination often creates enormous 

traffic in the network causing noticeable Web page rendering 

delays when accessed by Web clients. Several factors 

(bandwidth availability, request processing time at server, round 

trip time, and object size) affect the user perceived latency 

when downloading a web page. Latency can be reduced by 

implementing cache repositories either remotely (in web server 

or proxy server) or locally (in browser‟s cache or local proxy 

server). The usage of cache repository is improved by applying 

Web prefetching mechanism that acquires Web contents with 

the anticipation that these contents will be requested by the 

users in the near future. Web prefetching exploits the benefit of 

spatial locality exhibited by the users when accessing the Web 

objects.  

Fuzzy logic has been applied in several domains over the years 

such as expert systems, data mining and pattern recognition. It 

deals with fuzzy sets [1] that allow partial membership in a set 

represented by its degree of relevance. Fuzzy logic is capable of 

handling approximate or vague notions that exist in several 

information retrieval (IR) tasks [2] and helps to establish 

meaningful and useful relationships among objects. In this 

paper, we use fuzzy logic to compute the prediction value of 

hyperlinks and use it to select the appropriate hyperlinks to be 

prefetched. Client system decides to prefetch the Web objects 

based on the following factors [3]: availability of Web object in 

the cache and its current timestamp, user idleness for more than 

the threshold interval, network bandwidth, size of Web object 

and user preferences. 

The proposed Web prefetching scheme uses the information 

associated with hyperlinks in the current Web page to predict 

the Web objects to be retrieved for satisfying user‟s future 

requests. Prefetching is carried out during idle time period 

between the user accesses to the Web pages. The prefetching 

component is attached to the Web browser to determine the 

Web objects to be prefetched. The working of proposed scheme 

has the following steps: 1) Extract the hyperlinks and its 

associated anchor text from the displayed Web page 2) Collect 

set of tokens (keywords) from each anchor text 3) Compute the 

prediction value for each hyperlink by applying fuzzy logic 

over the set of tokens 4) Generate the predictions (hint list) 

based on the computed prediction values 5) Prefetch the Web 

objects based on the links listed in the hint list. When user 

wishes to view a new Web page by clicking a hyperlink or 

typing URL in the Web browser, prefetch cache is first accessed 

to verify if it can satisfy the request before forwarding the 

request to proxy or Web server. Prediction value of each 

hyperlink is computed using the information stored in user-

accessed and predicted-unused repositories. The information in 

predicted-unused repository is used to filter out hyperlinks that 

are of less or no interest to the user. The experimental results 

clearly indicate the efficiency of proposed Web prefetching 

scheme in enhancing the cache hit-ratio and significantly 

lowering the Web page access delay. 

The rest of this paper is organized as follows: Section 2 

discusses the related work in Web caching and prefetching. 

Section 3 discusses the architecture and working of proposed 

Web prefetching scheme. Section 4 presents the evaluation 

details and the observed results. Finally, section 5 concludes the 

paper. 

2. RELATED WORK 

There has been significant amount of research work carried out 

in the past for enhancing the performance of Web caching and 

prefetching. Several techniques were designed to be used at 

client-side, server-side and hybrid client/server for enhancing 

the delivery of Web pages to the user. User‟s browsing behavior 

was analyzed to identify specific interest on a domain for 

supporting services like Web personalization and prefetching. 

The effectiveness of using link-based or content-based ranking 

method in finding the Web sites was analyzed in [4] and the 

results indicated that anchor texts were highly useful in site 

finding. A text analysis method was discussed in [5] that used 

text in and around the hypertext anchors of selected Web pages 

to determine the user‟s interest in accessing the Web pages. In 

[6] a keyword-based semantic prefetching approach was 

proposed that applied neural networks to predict the future 
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requests based on the semantic preferences of past retrieved 

Web documents. A personalization algorithm was designed in 

[7] to combine the usage data and link analysis techniques for 

ranking and recommending the Web pages to the end user. A 

methodology to prefetch the Web objects of slower loading 

Web pages by semantically bundling it with faster loading Web 

pages was proposed in [8].  

A Semantic Link Prefetcher was proposed [9] to utilize the 

semantic link information associated with the current Web page 

hyperlinks to predict the Web objects to be prefetched during 

the limited view time interval of the current Web page. In [10] a 

transparent and speculative algorithm was proposed for content 

based Web page prefetching with the assumption that textual 

information in both the visited pages and the followed links 

were influential in determining the preferences of a user. A 

novel non-intrusive Web prefetching system was presented in 

[11] to avoid the interference between prefetch and demand 

requests by effectively utilizing only the spare resources on the 

servers and network. The system was deployed without making 

any modifications to the Web browser, HTTP protocol and the 

network. In [12] a client-based Web prefetching system was 

proposed that used detection theory to determine the threshold 

value for selecting the Web documents to be prefetched.  

The path profiles of users stored in large Web logs provide 

useful information for predicting the user‟s future requests. An 

n-gram based model [13] used an efficient method to compress 

the prediction model size to fit in main memory. It improved 

the prediction accuracy substantially with a moderate decrease 

in applicability. A history based prefetching algorithm [15] 

achieved high prediction accuracy with limited memory by 

storing only the useful request sequences and discarding those 

that will not yield useful predictions. In [14] a methodology was 

proposed to cluster related pages into different categories based 

on the access patterns. Pages were further categorized into 

levels based on the page rank and those pages that are placed in 

the top levels had higher probability of being predicted and 

prefetched. In [16] methods were proposed for modeling the 

user navigation history by extracting knowledge from user 

access sequences and Web page content.  

PPM models were commonly used in Web prefetching for 

predicting the user‟s next request by extracting useful 

knowledge from historical user requests. Factors such as page 

access frequency, prediction feedback, context length and 

conditional probability influence the performance of PPM 

models in prefetching. An online PPM model based on non 

compact suffix tree was implemented in [17] that used 

maximum entropy principle to improve the prefetching 

performance. A novel PPM model based on stochastic gradient 

descent was presented in [18] that defined a target function to 

describe a node‟s prediction capability and then selected a node 

with maximum function value to predict the next most probable 

page. 

Markov models were effectively used in Web prefetching by 

utilizing the information gathered from Web logs. In [19] 

different techniques were presented for intelligently selecting 

the parts of different order Markov models to create a new 

model with reduced state complexity and improved prediction 

accuracy. Three schemes of pruning (support, confidence and 

error) were presented to prune the states of All-Kth order 

markov model. A Markov–Knapsack approach was proposed in 

[20] that combined Multi-Markov Web-application centric 

prefetch model with a Knapsack Web object selector for 

enhancing the Web page rendering performance. An integration 

model was designed [21] to combine clustering, association 

rules and Markov models to achieve better prediction accuracy 

with minimal state space complexity. Markov tree [22] was 

used for effective page predictions and cache prefetching, 

which used the training data set to construct the tree structure 

for representing the Web page access patterns of users.  

Domain ontology provides useful semantic information to be 

used in next page prediction systems. In [23] two methods were 

discussed to integrate the semantic information into Markov 

models for prediction. The methods allowed low order Markov 

models to make intelligent accurate predictions with less 

complexity than the higher order models. An approach for Web 

page prediction through linear regression was proposed in [24] 

that depended on the transition probability and ranking of links 

in the current Web page for the prediction accuracy.  

To effectively reduce the user-perceived latency, prediction 

algorithm need to consider the structure of current Web pages 

when generating the predictions. This issue was addressed in 

[25] by developing a Double Dependency Graph (DDG) 

algorithm that differentiated HTML and embedded objects to 

create a new prediction model according to the structure of 

current Web. In [26] a decision method was presented to select 

the training data by monitoring the prediction precision, where 

the user access sequences were partitioned into different data 

blocks based on the access time of requests.  

3. PROPOSED METHODOLOGY 

The architecture of a basic Web system consists of clients that 

are used to access the Web and Web servers that respond to 

user‟s requests using the stored or generated information. In 

demanding situations, proxy server is deployed between clients 

and Web server to minimize Web server load and user access 

latency. Web prefetching can be integrated into the existing 

architecture by implementing two important components: 

Prediction and Prefetching engine. These two components can 

be deployed in any part of the Web architecture (i.e. client, 

proxy or server) to minimize the user perceived latency. Based 

on the deployment of prediction engine in the Web architecture, 

it uses different information to generate the predictions. When it 

is deployed at client, it uses information specific to a particular 

user. When deployed at proxy server, it uses information related 

to group  of users. When deployed at Web server, it uses 

information from wide range of clients.  

In the proposed Web prefetching scheme, both the prediction 

and prefetching engine are deployed at the client machine to 

minimize user perceived latency. Prediction engine uses the 

information associated with hyperlinks of a Web page to 

generate the predictions (i.e. hint list) and supply as input to the 

prefetching engine. Prefetching engine uses the hint list 

information to prefetch the Web objects and store it in the 

prefetch cache maintained at the client to satisfy the user 

requests.  

Figure 1 illustrates the process of gathering relevant hyperlinks 

from the Web pages to generate the hint list for prefetching the 

Web objects. The proposed scheme is designed to efficiently 

identify set of hyperlinks in a Web page that reflect user‟s 

interest and prefetch them before the user actually requests 

those pages. 
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Figure 1: Process of Predicting and Prefetching the Web objects 

The steps shown in Figure1 are explained as follows: 

1. User initially requests a Web page by typing its URL 

in the Web browser. 

2. The requested Web page gets displayed on the 

browser after its contents were downloaded from the 

Web server. 

3. The displayed Web page is parsed to extract all the 

hyperlinks and its associated anchor text for 

computing the prediction value. 

4. Each anchor text is treated as set of tokens, where 

token represents a meaningful word in the anchor 

text.  

5. When user visits a new Web page by clicking 

hyperlink in the current Web page, then tokens of that 

anchor text are added to the user-accessed repository. 

6. Count value of tokens gets updated in the user-

accessed repository whenever user visits a new Web 

page by clicking hyperlinks. 

7. Prediction value of each hyperlink is computed by 

applying fuzzy logic over the information stored in 

user-accessed and predicted-unused repository. 

Initially the predicted-unused repository remains 

empty and then it is loaded with tokens once the 

prediction activity is started.  

8. Based on the computed prediction value, hyperlinks 

are sorted (highest to lowest) to create a hint list.   

9. Prefetch engine retrieves Web objects from the server 

using the hyperlinks in the hint list and stores them in 

the prefetch cache. 

10. When user wishes to view a new Web page by 

clicking hyperlink in current Web page or typing 

URL in the Web browser, contents of prefetch cache 

will be verified to check if they can satisfy the user 

request. 

11. When the user requested Web page is available in the 

prefetch cache, then it gets displayed in the Web 

browser with minimal latency. 

12. In case the requested Web page is not available in the 

prefetch cache, then it will be retrieved from the Web 

server and displayed to the user. 

13. Tokens of hyperlinks in the hint list that were not 

used by the users will be moved to predicted-unused 

repository. 

14. When user visits a new Web page, hint list will be 

populated with new set of hyperlinks using which the 

prefetching activity is carried out. Count value of 

tokens gets updated in the predicted-unused 

repository whenever unused links are identified and 

their tokens moved to the repository. 

3.1 Prediction Engine 

It is responsible for computing the prediction value of 

hyperlinks by applying fuzzy logic over the set of tokens related 

to hyperlinks. The prediction engine uses tokenizer and 
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repositories (user-accessed and predicted-unused) in computing 

the prediction value and creating the hint list that is given as 

input to the prefetching engine.  

3.1.1 Tokenizer 

When user views a Web page in the browser, the Tokenizer 

parses that Web page to extract all the hyperlinks (URL) and its 

associated anchor text. Anchor text refers to the text that 

surrounds hyperlink definitions (hrefs) in Web pages [6]. In our 

scheme, we consider the text between the tags <a> and </a>. 

Each anchor text is represented as set of tokens, where token is 

a meaningful word within the anchor text of a link. When user 

clicks a hyperlink in the current Web page to view the next 

Web page, then the tokens of its anchor text are stored in the 

user-accessed repository. Tokenizer eliminates trivial characters 

and tokens such as prepositions and conjunctions present in the 

anchor text and consider only the meaningful words as tokens 

and store it in user-accessed repository. Stemming is applied 

over the tokens of anchor text to eliminate the word suffixes, so 

that the number of entries in the repository gets minimized. The 

commonly used Porter stemmer [27] algorithm is applied to 

perform the stemming operation. 

3.1.2 User-Accessed repository 

It maintains tokens with their occurrence count that gets 

incremented each time it is present in the anchor text of 

hyperlinks used by the user. Each token has an initial count 

value of 1. The information maintained in this repository is used 

for computing the prediction value of each hyperlink. The 

repository reveals both user and session characteristics, where a 

session indicates the time interval between start and end of 

user‟s browsing instance. 

3.1.3 Predicted- Unused Repository 

The tokens of hyperlinks that are predicted but not used by the 

users are stored in this repository. It provides feedback to the 

prediction engine that helps to refine the hint list generated 

from the Web pages. The repository provides two major 

benefits: a) Minimize the influence of tokens in the user-

accessed repository that are of less or no interest to the user 

when computing prediction value b) Minimize the number of 

predictions generated per page. For each Web page „n‟ number 

of predictions are generated, but when the user navigates from 

current Web page to the next page only one from the prediction 

list will match the user‟s interests. The remaining hyperlinks in 

the hint list do not reflect the user‟s interests and their tokens 

are stored in this repository.   

The process of adding tokens to the predicted-unused repository 

are: 

1. The prediction engine recommends set of hyperlinks 

(hint list) for a Web page based on the computed 

prediction values. 

2. From the recommended set of hyperlinks, tokens are 

collected and stored in a temporary buffer. 

3. Check if the hyperlink used to navigate from the 

current Web page to the next page matches with any 

of the hyperlink in the hint list. If there is a match, go 

to step 4 else step 6. 

4. The tokens of hyperlink that match with the user used 

hyperlink are moved from the temporary buffer to the 

user-accessed repository. 

5. The tokens of unmatched hyperlinks are moved from 

the temporary buffer to the predicted-unused 

repository. To create new hint list for the next web 

page, go to step 1. 

6. All the tokens stored in the temporary buffer are 

moved to the predicted-unused repository. To create 

new hint list for the next web page, go to step 1. 

3.1.4 Implementing Repositories 

The repositories (user-accessed and predicted-unused) are 

implemented as a table with three fields: token, token-count and 

last-updated time. Token field is used to store the tokens 

extracted from the anchor texts. Token-count field indicates the 

number of times each token is updated in the repository. Last-

updated time field indicates the time when the token was last 

added to the repository. Both the repositories are of fixed size 

and new tokens are added into it by eliminating the old tokens 

whenever the repositories reach their maximum limit. Based on 

the last-updated time field, the tokens are selected for 

elimination from the repositories. The repository size should be 

selected carefully in order to avoid the legitimate tokens from 

being eliminated and to prevent the trivial tokens from 

occupying the allotted space. We set the size of each repository 

to be 100. 

3.1.5 Computing Prediction Values 

The anchor text is represented as set of tokens arranged in a 

specific order.  

Anchor text = {T1, T2, T3 . . . Tn}, n = number of tokens 

The system is modeled by applying fuzzy logic over the tokens 

of anchor text by associating it with a fuzzy set (i.e. repository 

holding the tokens). Tokens of anchor text are related to fuzzy 

set with similarity degree in the range 0 to 1.  

The membership value of each token Ti is computed by 

dividing the token count in repository R1 with sum of token 

count in the repositories R1(user-accessed repository) and 

R2(predicted-unused repository).   

 

The membership value of token Ti relative to repository R2 will 

be: 

        µR2 (Ti ) = 1 - µR1 (Ti )        [i = 1 to n | n = no. of tokens] 

The membership value of token Ti will be 1, if the token is 

available in only a single repository (i.e. R1 or R2). 

 µR1 (Ti ) = Membership of token Ti relative to repository R1 

 µR2 (Ti ) = Membership of token Ti relative to repository R2 

 (TCi)R1 = Token Count of Ti in repository R1  

 (TCi)R2 = Token Count of Ti in repository R2 

After computing the membership value of each token Ti relative 

to the repositories R1 and R2, the values are compared to decide 

whether token Ti is included for computing the prediction value 

of a hyperlink.  

 If µR1 (Ti ) > µR2 (Ti ) 

µR1 (Ti ) = 
(TCi)R1 

 
(TCi)R1 + (TCi)R2   
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 then  

           TAi =1    

 else  

           TAi = 0 

The value of TAi will be 1, when the membership value of 

token Ti relative to R1 is greater than R2; else the value of TAi 

will be 0. For token Ti with TAi =1, compute token popularity 

(TPi) in the repository R1 by dividing its count value with 

maximum token count value in R1.  

 

For token Ti with TAi = 0, its token popularity (TPi) will be 

zero. 

Finally, the prediction value (PV) of hyperlink will be 

   

  n = no. of valid tokens in the anchor text  

3.1.6 Hint List 

Based on the computed prediction value, the hyperlinks are 

selected to create a hint list. The hint list is managed using a 

priority queue that arranges the hyperlinks according to its 

prediction value (highest to lowest). Prefetching engine uses the 

hyperlinks stored in the hint list to prefetch the Web objects 

during browser‟s idle time period.  When user visits a new Web 

page, the contents of hint list will be cleared and then populated 

with new set of hyperlinks to perform prefetching. It helps to 

prevent prefetching of irrelevant hyperlinks during a browsing 

session. Figure 2 illustrates the process of adding hyperlinks to 

the hint list.  

 where TAi = Token Acceptance 

 

 
Figure 2: Creation of Hint List for Prefetching 

3.2 PREFETCHING ENGINE 

It uses the hyperlinks listed in the hint list to prefetch the Web 

objects during browser idle time to avoid interference with 

regular user requests. When a user requested Web object is 

available in the prefetch cache, then it is served quickly with 

minimal retrieval time. The prefetching engine will not retrieve 

all the predicted Web objects from the server due to the 

following reasons: a) Lack of idle time due to faster navigation 

between the Web pages by users b) Few predicted objects 

already exists in the regular cache and c) Few predicted objects 

already demand requested by the users. The prediction engine 

needs to generate useful hint list to avoid wastage of user and 

server resources that may lead to performance degradation. 

Prefetch requests are given low priority than the regular user 

requests to allow the Web browser to utilize the entire available 

bandwidth for satisfying the user requests. Whenever user 

initiates any page loading activity in the browser, prefetching 

activity gets terminated and the remaining information in the 

hint list will be discarded. 

The downloaded Web objects from the server are stored in the 

prefetch cache for satisfying the user‟s future requests. Prefetch 

cache is implemented separately from the browser‟s regular 

cache to eliminate the caching effect due to temporal locality in 

the user‟s browsing patterns. LRU algorithm is used to manage 

the Web objects stored in the prefetch cache by selecting least 

recently accessed Web objects for purging to provide space for 

accommodating newly prefetched Web objects. When a 

demand requested Web object resides in prefetch cache, then it 

is moved to the regular cache. Web objects will not be stored in 

both the caches (regular and prefetch) at the same time.  

4. EVALUATION 

The performance of proposed prefetching scheme cannot be 

evaluated using trace based simulations, because the Web traces 

will not give a comprehensive view of the client‟s browsing 

interests. An effective way to gather the required information 

will be to capture the user‟s interest at the client side by 

analyzing the browsing pattern in each session. User can view 

the Web page in two ways: a) Type the required URL in Web 

browser and b) Click hyperlinks present in the current Web 

page. The proposed scheme extracts user‟s interests by 

observing the information associated with hyperlinks used to 

view the Web pages in each browsing session. 

Evaluation of the proposed scheme is carried out by performing 

Web browsing that focuses on information specific to particular 

topic of user‟s interest. Experimentation carried out using open 

source Web browser- CXBrowser [28] developed in c# 

language. The prediction/prefetching engine implemented as an 

add-on to the Web browser that allows user to configure the 

PV = 
1 

n 

 n 

  TPi 
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prefetch settings based on the requirements. Each browsing 

session has active and idle periods, where the user switches 

between them based on his access pattern. Active period 

indicates the phase where the Web objects are demand 

requested by the user. Idle period indicates the phase where the 

displayed Web objects are viewed by user. The retrieval of 

main html file followed by its embedded objects initiates the 

active period. In idle period, prefetching engine uses the hint 

list to prefetch Web objects and stores it in the prefetch cache. 

Log file is used to record the user‟s requests during the 

browsing session, which is used for analyzing the system 

performance.  

When user initially starts the browsing session, user-accessed 

and predicted-unused repositories remain empty and they 

cannot be used to predict the Web objects to be prefetched. The 

user-accessed repository will be filled with tokens as the user 

starts browsing Web pages using the hyperlinks. The predicted-

unused repository will be filled with tokens of hyperlinks that 

are predicted but not used either to prefetch the Web objects or 

to satisfy the user‟s future requests. The user navigation time 

partitioned into four discrete intervals [29]: passing, simple 

viewing, normal viewing and preferred viewing. The amount of 

time user spends reading a Web page influence the number of 

links that can be prefetched. It was considered an important 

attribute in predicting the user‟s interests [30, 31, 32]. If user 

spends more time reading a Web page, browser idle time will 

be more allowing several hyperlinks in the hint list to be 

prefetched. 

When a Web page viewed by the user contains information that 

is less relevant to his/her interests, then hint list for that Web 

page contains zero or minimal number of hyperlinks.  Web 

objects that are demand requested by the user will be first 

verified in the local cache (regular or prefetch cache) for its 

availability. Web or proxy server is contacted only when the 

local cache does not hold the requested Web objects.  

4.1 Experimental Results 

The performance of proposed Web prefetching scheme depends 

on the reading interest of individual users and hence the results 

from different users are incomparable. The results are taken by 

observing several browsing sessions carried out for a period of 

six weeks. Performance of the proposed scheme is compared 

with Top-down approach [34], Naïve-Bayes approach [33] and 

Bigrams in Link approach [10]. Cache hit rate and Accuracy are 

the metrics used for evaluation.  

Cache hit-rate indicates the percentage of user requests served 

using the contents of prefetch cache against the total number of 

user requests. High hit-rate effectively minimizes the user 

perceived latency, since most of the user requests are served 

from the local cache. 

 

Accuracy indicates the percentage of prefetched Web pages 

requested by the user against the total number of Web pages 

prefetched by the system. It reflects the useful Web predictions 

generated during the browsing sessions.  

 

The comparison of cache hit-rate for various schemes is shown 

in Figure 3. The number of links prefetched per page using the 

predictions is varied between 2 to 10. When more links are 

prefetched, it improves the hit-rate significantly. The proposed 

scheme achieves better hit-rate in all the cases, since it can fine 

tune the predictions based on the access pattern of user. It 

effectively filters out the unwanted hyperlinks when generating 

the predictions using the information from predicted-unused 

repository. Tokens of anchor text that has higher presence in the 

user-accessed repository than predicted-unused repository are 

the ones used for computing the prediction value of hyperlinks.  

Figure 4 shows the comparison of prediction accuracy for 

various prefetching schemes. Prefetching two links per page 

could not satisfy the user requests effectively, resulting in 

minimal usage of prefetched pages during the browsing 

sessions. When the number of links prefetched per page varies 

between 4 and 6, the contents were effectively used to satisfy 

the user requests. When eight or more links are prefetched per 

page, it improves the hit rate but it leads to prefetching of 

unwanted links that wastes network resources. The proposed 

scheme outperforms other approaches in accurately generating 

the predictions. 

5. CONCLUSION 

In this paper we have discussed Web prefetching scheme that 

used fuzzy logic to compute the prediction value of hyperlinks, 

which was used to decide the Web objects to be prefetched. 

Information available in the user-accessed and predicted-unused 

repositories was used to compute the prediction value of 

hyperlinks, which improved the prediction accuracy and 

minimized user perceived latency. It generated effective 

predictions during the browsing sessions, when user visited 

Web pages seeking information relevant to specific topic of 

interest. The proposed scheme was experimentally evaluated by 

observing the results over several user browsing sessions.  

Results indicate that the proposed scheme provides good hit rate 

and precision accuracy, when compared to other existing 

algorithms.  
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Figure 3:  Hit-Rate of various prefetching schemes 
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Figure 4: Accuracy of various prefetching schemes 
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